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Abstract—Player paths are a central design paradigm game
designers use for video games. However, keeping track of all
designed player paths during development is difficult. This paper
proposes a framework that supports developers who use player
paths as a central design paradigm. To do so, we look at the
definitions of common terms regarding player paths and analyze
current workflows used in the video game industry by analyzing
presentations at game development conferences. By doing so, we
can ensure that our proposed framework uses knowledge from
both practitioners and scholars to bridge the gap between them.
The framework is based on the usage of graphs and is entirely
independent of the functionality of the graph in the video game,
ensuring maximal flexibility for the developers. The framework
uses features available in game engines, making it possible to use
in any development environment. Last, we also demonstrate the
tool’s functionality via a prototype of the framework in Unity.

Index Terms—Editor tool, framework, game design, game
development, game engineering, player paths, space, video games

I. INTRODUCTION

One of the main differences between traditional media—
like movies and music—and video games stems from the
interaction between the medium and the user [1]. A movie
watcher can not influence the movie’s ending. The linearity
allows the movie creator to directly influence the movie
watcher’s experience. With video games, the player’s actions
are vital to how the game proceeds and the player’s experience.
If a player does not give any input when playing a game, the
game might not progress or end with the player losing. The
player’s experience shaped by the game and the player’s past
experiences [2f influences these actions.

The non-linearity of games is represented as a space of
possibility for the player [3]]. This possibility space is what
game designers can design through rules and structures [4],
and the player performs actions and takes a path through
it. However, it is the goal of game designers to create an
experience for the player—in this relationship, the game is just
a secondary artifact [3[]. This problem is known as the second-
order design problem [4]. As the possibility space allows for
multiple outcomes depending on the player’s input on a given
game state [Sf], it is even more important for game designers
to focus on the experience they want to create. Following
Totten’s perspective that rewards and narratives are spatially
embedded [3]], we argue that choice is spatially embedded in
the game’s environment. We also see that many video games
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support different paths for players to approach the same goal—
the game’s possibility space reflects those paths. For instance,
if the objective is to retrieve an item from a guarded spot,
the player might be able to take the direct route protected by
enemies, resulting in combat. In contrast, another player might
try to find hidden paths and reach the item undetected.

Based on the interaction from the player, game developers
need an overview of their planned player paths and how they
support them in the game itself. This paper aims to propose a
framework that directly supports a design philosophy around
planned paths. We want to contribute to the field of game
design by showing what tools and methods the game devel-
opment industry uses and propose how game developers can
use game engines’ features to design with player paths as a
central design philosophy.

To do this, we

« investigate the meaning of choice, possibility space, and
player paths in game development,

e give an overview of which methods and tools the video
games industry currently uses, and

o propose how designers can use graphs and player paths
in additional ways during the development and design
process.

We chose these points to investigate and understand the
tools currently used and allow for a comparison between them.
Furthermore, we can draw informed conclusions on why game
developers chose them in the first place which will allow us
to propose extensions of existing methods to enable a more
player path-centric design philosophy. The paper focuses on
literature work on level design, choice in video games, and
different player playstyles. We use talks from level designers
in the industry as they give a more detailed insight into the
processes in game development companies. By incorporating
perspectives from academia and industry in our proposed
framework, we want to bridge the gap between academia and
industry, as both sides could benefit from each other [6].

II. TERMINOLOGY

Before analyzing ways of developing video games with
player paths in mind, looking at terms relevant to the topic
is necessary.
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A. Choice

Salen and Zimmerman [4]] introduce two levels of choices:
micro and macro. They describe the difference in the follow-
ing way: “The micro level represents the small, moment-to-
moment choices a player is confronted with during a game.
The macro level of choice represents the way these micro-
choices join together like a chain to form a larger trajectory
of experience” [4, p. 61]. It is interesting to note that they
use experience in connection to the choices on the macro
level. Furthermore, they also introduce the term meaningful
play, where they mention an additional property of choice and
play—meaningfulness [4]. Considering choices on both the
micro and macro level is not feasible for a game designer,
as that would include all button presses, whenever the player
picks something up, or when the player uses the settings menu.
Instead, choices on the macro level, which are meaningful
and intentionally designed, must be considered and planned
around.

It also has to be noted that an action alone is not enough
to determine whether the choice made by the player is
meaningful or not—the context around the action also has
to be considered. For example, suppose the player stands in
front of a quest item and interacts with it. In that case, this
action progresses their current mission, while interacting with
a simple collectible on the ground might have a limited impact
on that quest’s progress. With this, we decide to focus on the
macro-level choices to be considered for the rest of the paper,
unless stated explicitly otherwise, due to the practicality and
importance of those choices in the game.

B. Space of Possibility

Salen and Zimmerman [4] introduce the space of possibility
after quoting Sudnow’s Pilgrim in the Microworld [7]. They
argue that Sudnow’s description of his actions while watching
TV gives an important insight for game developers: game
developers have to look at the game from the player’s perspec-
tive, not just by watching someone else play the game. This
ties into their definition of the space of possibility. They argue
that the space of possibility encompasses all actions a player
can perform in the game system in the future. They conclude
their definition of the space of possibility by stating that this
space can not be designed directly by the game developer as
game developers can design the meaning of actions but cannot
predict the meaning the player draws from that action.

In a general sense, whenever a human acts, they do so after
forming a goal—and forming a goal is making a choice [§].
Taking an action in a game inherently requires the player to
have made a choice based on the current game state. Therefore,
the space of possibility can also be described by and contains
all the choices a player can make given any game state.

This paper adopts the first definition of the space of pos-
sibility based on actions. However, the following approaches
will not be able to take all the actions of the player at any time
into account because that is simply not feasible. Instead, we
argue that while it is important to look at the complete space of
possibility for designing video games, reducing the actions in

the space of possibility to the actions that have a designed and
meaningful outcome covers the most important cases that have
to be looked at by game developers. This approach is suitable
for visualization during development because it reduces the
number of possible actions while considering those with a
meaningful outcome in the game.

C. Player Paths

While the space of possibility describes all possible actions,
a player path contains the actions the player took to progress in
the game. While the possibility space is non-linear, the player
path is the linear sequence of events a player takes. Often,
these actions are embedded in the game’s virtual world, as
space of possibility also suggests.

One definition from level designer Tommy Norberg [9]]
revolves around the level designer’s intention for a path. He
calls the path intended by the game’s designer to be taken by
most players main path. To give the player agency, a level
can include multiple secondary paths, allowing for multiple
approaches to the same goal. He also mentions parts of paths,
such as desired paths that players traverse to cut corners,
detours, or exploration paths for players who want to explore
the game’s world. Considering the player’s perception of paths,
the perceived path is the path players think they should take.
He embeds his model for paths in the game’s space. All these
paths need to be carefully designed by game designers.

Per our definition of player paths based on the player’s
actions and choices, they also reflect different playstyle prefer-
ences. It follows that player motivation and goal analysis can
also be an approach to define player paths. A vast array of past
studies puts players into different categories according to their
goals and behaviors in video games with video game-specific
distinct groups [10]-[12], which can also include aspects from
the psychological field like BrainHex [|13]]. Another approach
comes from Kabhila er al. [14]], who group players based on
their metagaming activities, i.e., activities beyond what they
do while playing the video game [4]]. In a meta-synthesis by
Hamari and Tuunanen [15], they conclude their analysis of
14 works on player types in video games by proposing five
main player motivations—achievement, exploration, sociabil-
ity, domination, and immersion.

In the scope of this paper, we refer to player paths as
designed ways to complete an objective, similar to Norberg’s
definition [9]. We do not look at the micro level of a player
path, which includes the concrete 2D or 3D movement through
a level, but instead at the macro level, which includes designed
elements from the game developer. We propose this more
zoomed-out view due to feasibility during game development
and the diminishing returns of inspecting player paths that
only differ in their movement. Instead, our work gives game
developers tools and methods to visualize how players can
interact within the designed game space and objectives. Still,
the motivations found by the aforementioned works should
play an important role in designing player paths.
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III. PROBLEM STATEMENT

Instead of designing levels with a specific type of player in
mind, designers use the concept of choice [16]. As a result
of those choices, which are game-specific and rely on the
available actions to a player, the game designers can assign
those actions to a specific playstyle, such as a stealth or
confrontational approach, tying into the experience [[16[]. This
is represented in the player paths. Designing a level becomes
more complex, as levels might support multiple player paths,
and game designers need to be aware of the relationships
between different player paths instead of tracking one path.
Keeping track of those player paths can become difficult for
game developers and designers without the required knowl-
edge and tools [17]. Therefore, this paper aims to make
player paths a more attractive design paradigm by presenting
solutions already used in the video game industry to this prob-
lem and proposing a framework that assists designers while
planning a level to support multiple player paths embedded in
the game’s space simultaneously.

IV. RELATED WORK

The previous sections provide an academic overview of the
topic. To assist in bridging the gap between academia and
industry [6f], for this section, we analyzed various talks at
video game conferences. We read interviews in media outlets
focusing on video games to understand how game designers
think and discuss spatial choice and player paths. We did this
to gather information on recent developments in the video
game industry. Awareness of recent developments is especially
important because the video game industry changes rapidly,
and our proposed framework should accommodate the current
industry practice. We try to merge concepts from both parties
to create an approach that both practitioners and researchers
can use.

A. Path Visualization

In a talk at devcom 2023, level designer Pears [18]] talks
about a game he worked at while highlighting one concrete
example of how he designed one game’s level. He mentions a
major challenge for level designers when supporting multiple
player paths: leading all the players to the same objective. This
is especially important because the objective is the point where
the game’s story progresses. Designers need tools that also
show the points of key actions and choices of a level with an
adequate symbol. During his presentation, he shows multiple
pictures of the level, similar to Fig.|l} with paths drawn as lines
and symbols for objectives. We cannot determine whether the
game engine directly shows these lines and symbols during de-
velopment or whether they are just added for the presentation.
Tools showing planned paths for different playstyles might
benefit the workflow as it allows designers to illustrate the
planned paths intuitively [17]. Furthermore, actively marking
points where paths converge or separate allows designers to
design more consciously around such points to better grasp
how different players progress in a level, even if they switch
between playstyles.

B. Pacing Graphs

Level designer Ellis [19] describes one way to plan a level
based on its gameplay beats and pacing. Gameplay beats refer
to “the main events and activities that the player will undertake
and how these are spaced out and timed in your level” [[19} Ch.
Gameplay Beats]. Pacing represents intensity throughout the
game based on the player’s planned experience. Interestingly,
he mentions different playstyles and how they affect the pacing
of a level. While he does not propose having different pacing
graphs for different player paths, he instead talks about a way
to keep a level’s tempo similar independent of the player’s
actions if the designer wants it that way.

We can apply this concept to designing levels with multiple
paths. This approach might be beneficial in terms of seeing
how different types of players might experience the level.
Different players’ experiences can be mapped by creating
versions of this timeline graph based on the players’ actions
during the level, as demonstrated by the tool PaceMaker [20].
For instance, a player with a primary focus on achievement
might spend more time carefully investigating every room
to find hidden secrets [13]. The specific pacing graph can
specify the beats in more detail by setting up pacing graphs
for different player paths. This results in a more accurate
prediction of the perceived intensity.

C. Quest Systems

Game developer Szczepanski [21] discusses his experience
with quest systems in Horizon Zero Dawn [22]. He mentions
two kinds of systems—strict systems with a centralized system
managing all quests and their interactions and relaxed systems
where the quests directly interact with each other. The main
finding for our paper’s framework is that tool developers for
quests often define specific keywords for the quest design-
ers. These restrict what a quest can do. He also mentions
that graphs are suitable for such quest systems, and edges
connecting nodes can be more meaningful than simple cause-
and-effect relationships.

Game programmer Iwariski [23] supports our finding that
graphs represent quest systems in video games. The project
he worked on, Cinematic Feel [24], uses predefined nodes for
both their quest and scene graphs. Both these systems control
the game’s output. Scene graphs have a bigger scope and can
contain quest graphs. Additionally, quest systems follow an
event-based approach, while scene systems follow a tick-based
approach. One key takeaway from this talk was the simulator
view, where game developers can test specific sequences of
graph nodes starting with a selected node. However, these tests
require a manual setup and can not cover all player cases due
to the complexity of some of the scene or quest graphs.

D. Playing with Certain Playstyle Preferences

Vandenberghe [25] proposes the 5 Domains of Play model
that allows game developers to play video games like another
type of player. The model closely derives from the Five-
Factor Model, which describes people’s personalities based on
their motivations [26]]. As the model could not find a specific
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Fig. 1. Blockout of level Ebunike with drawn-in paths. Inspired by Pears [16]

characteristic in gaming for one of the five factors [25]], his
model only shows four domains represented on a 2D graph
with two characteristics on each axis. He proposes that by
playing video games while taking on the role of a specific
type of player, game developers can learn what kind of effects
other video games, or also their own game, have on a player
that tends to some domain, e.g., skilled play.

Such an approach can raise awareness among game devel-
opers regarding the different motivations of players. When
analyzing a game with a special focus on a specific playstyle
preference, game designers can more accurately describe the
experience and also adjust the experience if wanted. Especially
for indie developers, who often struggle to get sufficient
playtesters [27], analyzing games based on different motiva-
tions might reduce players’ issues with the game.

V. FRAMEWORK

One concept we found repeatedly in the aforementioned
talks and works was the concept of graphs as an abstraction.
This abstraction layer allows game developers to work in
parallel—such as designing a level, while another developer
works on fundamental mechanics needed for the level. Our
framework aims to use graphs as a tool to model choice in
space and resulting player paths to help during the process
of designing levels. As another side effect, the graph acts as
a common language between multiple disciplines—such as
developing, designing, and managing. This, in turn, reduces
potential miscommunication as different teams use different
communication styles [18].

The workflow we want to support with the tool is as follows:

1) Identify choices to incorporate in the level.

2) Represent these choices in the editor.

3) Connect these choices with paths.

4) Visualize the path in the editor and evaluate it.

We use graphs as this abstraction layer between the func-
tionality in the video game and the design process during
development. Especially of interest are graphs that model
choices on the macro level in the game and link them to
the game space. Tool developers can use edges and vertices
(nodes) to visualize the usage and functionality of those graphs
during development. While graphs are used multiple times,
such as unlock requirements, skill trees, and many more, our
primary focus is player paths and how they can be visualized
for the designer or developer during development. This section
focuses on how game engines provide all the features required
to support our framework. Section [VI|shows a proof of concept
of the proposed framework.

A. Graph

As one of the core concepts revolves around graphs, the
game engine has to support a view for graph-like structures.
This view is available in most game engines due to their
versatile usage. For instance, graphs often visualize shaders. In
the case of a high-level game engine, which focuses on giving
game developers with little experience the option to make a
game, graphs often visualize quest dependencies in the game
engine. By saying this, we also have to acknowledge that the
framework requires some programming knowledge. However,
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we still want to show that even with game engines that do
not focus on programming, implementing our framework is
still possible. Given this view, the developers can visualize
and build their graph system, provided that they have an
implementation for the nodes and edges.

B. Nodes

The nodes’ definitions must fulfill the game’s requirements,
but we propose to include at least a position that is related to
the node—Ilinking nodes to space—and some way to identify
which nodes belong to which player path. The framework
achieves the first requirement by returning a vector of the
position of the node’s objective. This position can refer to
the central position of all enemies the player has to neutralize
or the position of an item the player must collect. For the
second requirement, a node can be assigned to one or multiple
player paths by defining an enumeration flag, with each bit
referring to a specific player path. By allowing the assignment
of multiple paths to a node, we ensure complete flexibility for
the designer.

C. Edges

We have to note that for this framework, edges only connect
two nodes with a cause-and-effect meaning. It is possible to
give edges other meanings, such as if node A is completed,
node B is unavailable to the player, making the graph and
the system more expressive. However, the framework should
act as a base with functionalities that can be used in various
video games. Therefore, we decided against putting these
functionalities in the scope of this framework.

D. Visualization in the Editor View

Inspired by how Pears’ [16]] screenshot shows the level with
the paths drawn, see Fig. [I] our proposed framework shows
player paths according to the given graph by drawing lines
in different colors into the editor view. The visualization tool
has a graph containing nodes and edges with the proposed
values in the previous paragraphs as input. As we want the
visualization only in the editor view, we propose to use game
engine features that only show in the editor view. Because
game developers often require information in their editor view
that is not supposed to show in the game, most game engines
offer such features and, therefore, a good option to display
that information.

In order to visualize paths, the visualization tool finds all
pairs of connected nodes that share at least one path type.
For each pair, the visualization tool draws a line between the
two positions, with the color depending on the player path
type. Different colors allow the user to distinguish multiple
paths in the editor view. Visualizing a pair of nodes that
shares more than one player type needs to be addressed, as
otherwise, one path might draw right over the other. Therefore,
the visualization tool must allow users to select which player
paths they want to show in the editor, also allowing people
with colorblindness to use the tool. Other approaches are
possible, e.g., adding small offsets to the position or using
transparent colors.

VI. IMPLEMENTATION IN A GAME ENGINE

In this section, we will show a prototype of the proposed
tool, as discussed in section We developed the tool in
Unity [[28]]. We chose Unity because of the authors’ familiarity
with the engine and the programming language C#. Unity is
also among the industry’s two most used game engines [29].

Beginning with the graphs, we use the open-source tool
xNode. xNode extends Unity with an additional xNode-view,
basic tools, and class definitions for graphs and nodes. Users
can use their custom-defined graphs and nodes in the xNode-
view. These nodes show predefined entry and exit points, and
the user can draw edges between the nodes using the entry
and exit points, as seen in Fig[3] Furthermore, it allows users
to create a custom editor for their defined nodes, which makes
xNode suitable for more advanced graphs.

Using the base class NodeGraph provided by the xNode-
package, we derive a new class LevelNodeGraph, which will
contain all our graph nodes. With this implementation, users
can create a graph in Unity with all kinds of nodes. To
access any values in the scene, we create an additional class,
SceneLevelNodeGraph, which derives from the xNode class
SceneGraph<LevelNodeGraph>. The derivation allows us to
attach that class as a script to a game object in a scene and,
therefore, reference other in-scene objects.

Two additional parts are required before implementing the
nodes. First, we define an enumeration type, PlayerPathType,
with the Flag attribute. By accordingly using the defined
values in the enumeration as bit-flags (1, 2, 4, 8, and so
on), Unity automatically lets users assign each type defined
in the enumeration separately to a variable of the enumeration
type. In our implementation, we define an interface /Objective,
representing an objective in the game. All our objectives
implement this interface, as seen in Fig. 2] The only method
required is GetCenterPosition(), which returns the objective’s
central position. The position should follow the objective’s
goal, such as the center point of an area the player has to enter
or the middle point of all enemies that need to be defeated.

Regarding the nodes, we implement a base node contain-
ing all the functionality in order to fulfill the requirements
described in section |V The class LevelObjectiveNode derives
from the xNode class Node. This allows designers to define
the node’s entries and exits and visualize these in the xNode-
view while using the functionality provided by the xNode-
package. Furthermore, we implement a few additional types
of nodes with different objectives to show the tool’s possible
expressiveness. They derive from LevelObjectiveNode. For the
baseline functionality, we define variables for both the input
and output of the node. By adding the Input and Output tags to
each of the variables, respectively, xNode visualizes both in the
graph view, see Fig[3] Additionally, edges between different
nodes can be drawn by clicking on one of the ports. The class
has a member of type PlayerPathType, representing the node’s
planned player path(s). The node also provides a function,
GetObjective(), that deriving classes must implement. The
method returns the IObjective associated with the node.
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Fig. 2. UML diagram containing the node setup (left) and the objective setup (right).
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Fig. 3. Example graph for a level realized with xNode and Unity.

Last, we implement the class responsible for visualizing the
planned player paths in the editor, LevelGraphVisualizer. It
visualizes a SceneLevelNodeGraph. Additionally, it keeps a
list of each player path containing the nodes attributed to it in
a dictionary, with each player path type as its key. We opted
to update those lists the first time the graph is assigned and
allow the user to manually trigger that update whenever they
want. We draw the lines in OnDrawGizmos(). The method
iterates through all the entries in the dictionary’s lists, sets
a color according to the PlayerPathType, and then iterates
through all the nodes in the saved list. For each node, we
check all connected nodes. The visualization tool draws a
line between the two node’s objectives if they are of type
LevelObjectiveNode and also in the list (which is equivalent
to checking whether the same player path type is set). Fig. ]
shows a demonstration of the tool, with Elc) being the
realization of the proposed functionality in Fig. |1} The project
and code are available to interested scholars and practitioners
on request.

VII. EVALUATION & VALIDATION
A. Alignment with Existing Approaches

The framework’s goal was to use common parts of game
engines in order to support many game engines. We build on
standard game development practices, such as graphs, editor-
only graphics, and the game space for our framework. Fur-
thermore, we realize concepts of choice and pacing diagrams
by visualizing them in the game space via our framework. Our
framework complies with and builds on existing approaches.

B. Practical Implementation

As shown in section [V the framework can be implemented
in Unity. The implementation requires knowledge of the
chosen game engine and object-oriented programming. Given
these circumstances, the implementation of the framework is
feasible, especially for tool developers.

C. Common Language

As seen in Fig. [3] the framework’s basis on graphs allows
for the tool developer to give game designers, even without
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Fig. 4. Blockout of Level Ebunike, based on [I8]], with player paths visualization. (a) is a top-down representation of the entire level, (b) a player view of
the first part of the level, and (c) a player view of the second part of the level. Made in Unity.

programming knowledge, the opportunity to create and use
these graphs, as the tool developer can give the nodes intuitive
names that hint at the purpose and functionality of the node.
The suitability of graphs as a common language is further
supported by level designers [21]], [23]] and scholars [17].

D. Potential Applications

As the framework relies on modeling choice in the possi-
bility space, our framework is applicable for games that aim
to carefully design around choices and multiple player paths.
Games that prominently feature player paths, for instance,
by giving the player exclusive skills, benefit most from the
framework, as it helps game designers visualize different paths
and see how players with specific skills might complete the
level. However, these paths do not need to be tied to specific
skills, as player motivation can lead to different approaches of
players as well [25]]. Therefore, our framework can benefit any
game that incorporates choice in the game space. For instance,
sandbox games that position unique special structures in the
game space can use the framework to visualize the different
paths through these structures based on player motivations.

VIII. DISCUSSION
A. Challenges & Limitations

1) Explicit Choice Modeling: Our framework proposes the
explicit modeling of choice in video games. While explicit
modeling has advantages, such as being able to more accu-
rately design for a specific experience [19], it restricts the
game designer as it forces them to explicitly model choice.
Furthermore, explicit choice also means restricting choice, as
it is impossible to model an infinite number of outcomes.
However, as the complexity introduced by choice already
leads to game developers introducing the illusion of choice
to reduce the game’s overall complexity [30], this might not

be a negative aspect. Still, it has to be mentioned that the
framework relies on explicit choice modeling.

2) Additional Workload: Our framework requires a graph
as an input with nodes representing some choice embedded
in space. However, a game designed around having choice
embedded in space does not mean that it has a graph rep-
resentation for that choice. Furthermore, no matter if the
game project already has an implementation for the graph,
the framework’s requirements, while minor, pose an additional
workload for the game developers. However, as graphs are
already used by game developers [19]], [21]], [23], such graphs
are often already available.

3) Simplicity of Framework: The framework’s base func-
tionality is limited. This limitation is even more present in
the implementation, as, for instance, walls and floors do not
influence the path drawing. The feature complexity is limited.
While this means that custom-domain usages require more im-
plementation work, this is also a benefit of the implementation.
The tool’s simplicity leads to less bloated engine components
while supporting the established design approach.

B. Opportunities & Implications

1) Building on the Framework: The framework is
lightweight and extensible, as it does not require any specific
knowledge about the choices except for the position and an
assigned player path. Implementing the position query can also
be handled by other approaches, such as the Space Foundation
System [31]. The framework can be used as a baseline for
more works, like path coverage or simulation of specific paths
during development, as already shown by [23]. Furthermore,
the framework allows for more debug information to be
displayed based on the player paths, such as the predicted
time to complete the path, the number of skill checks required
to complete the path, or the number of users that took a
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